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ABSTRACT
Researchers conducting studies on programming tools often make use of maintenance tasks. The complexity of these tasks can influence the behavior of participants significantly. At the same time, the complexity of tasks is difficult to pinpoint due to the many sources of complexity for maintenance tasks. As a result, researchers may struggle to deliberately decide in which regard their tasks should be complex and in which regard they should be simple.

To help researchers make more deliberate decisions about the complexity of their tasks, we discuss different factors of task complexity. We draw these factors from previous user studies on programming tools as well as from a task complexity model from ergonomics research that we apply to maintenance tasks. In the end, task complexity might always be too complex to be fully controlled. Nevertheless, we hope that our discussion helps other researchers to decide in which dimensions their tasks are complex and in which dimensions they want to keep them simple.

CCS CONCEPTS
• Software and its engineering → Software notations and tools; • Human-centered computing → HCI design and evaluation methods.
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1 INTRODUCTION
Researchers working on programming tools empirically study programmers using tools through experiments or user studies [18]. A typical setup of such studies revolves around maintenance tasks that "take the form of an addition, removal or debug task carried out on a piece of code" [12, 14]. In these setups, researchers face the challenge that the complexity of the maintenance tasks can influence the behavior of programmers. In this paper, we aim to provide guidance to researchers on how to analyze and, to some degree, shape the complexity of tasks.

Tasks are a central component of study setups. Correspondingly, their selection and design is prominently discussed in papers that describe strategies to design studies on programming tools [14, 18]. Generally, the tasks are often the main stimulus for participants, next to the tool under investigation. The characteristics of the tasks may influence the behavior of programmers with regard to, for example, their overall comprehension strategy, whether they use concrete or symbolic mental simulation, or whether they debug opportunistically or systematically [10, 31, 36]. As a result, the tasks may determine the explanatory power of an experiment or the usefulness of observations in user studies and their interpretation [14, p. 112].

Tasks have multiple characteristics that influence programmer behavior. One such characteristic is task complexity. Task complexity can have a profound impact on programming and comprehension strategies employed by programmers [10, 31]. For example, programmers may employ different debugging strategies when working on a small method in comparison to working on a large system [36]. The problem with task complexity is that it is composed of several factors. For example, while the complexity of a task often depends on the size of the source code, the complexity might also result from other characteristics such as the kind of the defect to be fixed, the quality of the source code, or the presence or absence of additional documentation. Thus, a task can be complex in some regard and simple in others. This variety of characteristics...
makes it difficult for researchers to consciously and comprehensively decide for which of these characteristics their task should be simple or complex.

With this paper, we want to enable researchers in analyzing and shaping the complexity of maintenance tasks so that those are appropriate for their research questions. Therefore, we describe the factors that contribute to task complexity based on a comprehensive and generic framework of task complexity used in ergonomics research [23]. The framework describes 27 factors of task complexity summarized from previous research [23]. We customize this framework for maintenance tasks used in programming tool studies. To keep our framework focused, we limited our scope to studies with trained programmers. We then use our instantiated framework to determine and arrange specific complexity factors of maintenance tasks from related work and our experience. Our framework can be used to analyze purposefully designed tasks as well as tasks retrieved from existing projects.

In the following, we define task complexity, contrast it to related concepts such as task difficulty, and illustrate the role of maintenance tasks in studies on programming tools (Section 2). We briefly introduce the task complexity framework used and our adaptation to maintenance tasks for programming tool studies (Section 3). Within our adapted framework, we present factors making up task complexity (Section 4).

## 2 MAINTENANCE TASKS IN STUDIES AND TASK COMPLEXITY

Maintenance tasks are used in a variety of studies on programming tools. There are various kinds of maintenance tasks, but we focus on perfective and corrective tasks in this paper and introduce them briefly. To lay the foundation for the subsequent analyses, we define task complexity and contrast it to task difficulty. While task complexity is seldom used and defined in programming tools studies, we show examples of studies that already discuss some task characteristics that contribute to task complexity. Finally, we briefly point out how researchers in other researchers areas use and describe task complexity, namely in industry ergonomics and information retrieval.

### 2.1 Studies Based on Maintenance Tasks

Software maintenance tasks are tasks in which participants are presented with an existing program or system and some form of description of a desired change or outcome. Such tasks are used in observational studies as well as in controlled experiments [20, 33]. There are typically two forms of maintenance tasks: adaptive and corrective [7]. They are used by researchers in various kinds of studies [12, 14, 18] to evaluate tools, to test cognitive models, and to investigate programmer behavior [3, 20, 30]. In both kinds of maintenance tasks, participants receive an existing program or system and some description of the desired change.

In perfective maintenance tasks participants should adapt existing features or add new features according to some description of the new behavior [7]. For example, in an evaluation study for an Android programming tool, the task was to add a database import to an existing Android app [17]. An observational study on how programmers gather information on their programs, asked participants to implement five features in a small painting application [20].

In corrective maintenance tasks, participants are asked to repair defective behavior [7]. Corrective tasks are often used to evaluate debugging tools and strategies. For example, an experiment using corrective tasks explored whether the live feedback in spreadsheets helps programmers during debugging [6, 33]. Participants received two small, synthesized spreadsheets in two different domains and were asked to repair as many defects as possible within 15 minutes. An experiment evaluating the Whyline tool used two real defects in a large project [19]. Participants were asked to repair the defects.

### 2.2 Defining Task Complexity

In subsequent sections, we will explore how researchers currently deal with the complexity of their tasks and how task complexity can influence programmer behavior. Before this detailed discussion, however, we first define the term task complexity.

In this paper, we use a definition of task complexity that defines it as “the aggregation of any intrinsic task characteristic that influences the performance of a task” [23]. As a result, we regard task complexity as a compound concept that subsumes other properties of tasks [23]. The criteria that the characteristics have to influence the performance of a task are further explained as “If a task characteristic imposes specific resource requirements (e.g., cognitive and physical demands, required knowledge and skills) on task performers, it is considered to influence the performance of the task” [23]. Thus, task complexity describes properties of the task that may influence generic task performers.

Task difficulty is related to task complexity. However, in contrast to task complexity, task difficulty depends on individual task performers [23]. For this work, we use the definition that task difficulty is the effort task performers perceive when working on a task [23]. Thus, task difficulty results from the combination of task complexity and the personal resources that specific task performers have. Examples of such personal resources in the context of programming tools are how experienced task performers are in programming and how much task performers know about the application domain [16, 32]. Researchers often use task difficulty to describe tasks they use in studies [14, 18] and commonly assess or shape task difficulty through expert judgment or piloting.

In summary, task complexity and task difficulty are both relevant for study designs. While task complexity is relevant to the actual research questions, task difficulty is also a practical concern for study designs. Matching task complexity and participants is a common challenge, in which analyzing task complexity can help determining sources of complexity that may become difficult for participants.

### 2.3 Task Characteristics in Studies Based on Maintenance Tasks

The tasks used in studies are a major influence on participants. As they determine how useful and generalizable observations are, researchers generally already discuss their tasks in detail via a variety of characteristics. Some researchers even do this in great detail. An example for such a description is an evaluation study of a new user...
interface metaphor for integrated development environments [4, p. 2509]. The description covered among other aspects the overall system size in several metrics such as lines of code and number of classes, the size of the affected features, and the kinds of defects. Furthermore, the researchers also controlled some characteristics such as the technical knowledge required and the presence of documentation. Similarly, an evaluation study of test-based fault navigation tools describes detailed characteristics of debugging tasks [27, p. 1391]. Among the described characteristics are the length of the infection chain of the defects, the presence of tests, and whether the defects are wrong or missing code.

These studies already describe several task characteristics that contribute to task complexity according to the definition we use. Nevertheless, as there is no structured guidance on task complexity, potentially relevant characteristics are often missing from the description of tasks. An example for a task description that might benefit from a more thorough discussion of the tasks is a user study on an Android prototyping framework [17, p. 102]. This study outlines the application domain of the app to be adapted and a brief description of the feature to be implemented\(^2\). To fully understand the subsequent observations, readers may also benefit from a description of the size of the original system and an ideal patch implementing the new feature. Readers may also benefit from the description of characteristics that are seemingly unrelated to a perfective maintenance task but still contribute to the task complexity, such as how much of the system participants needed to understand to implement the feature, and how many steps were required to evaluate whether the feature met the specification.

Some studies state task complexity as a characteristic that is relevant for their study without further describing the properties that make a task complex. [19, p. 1575]. For example, in an evaluation of a specialized back-in-time debugger, the description of tasks mentioned that the researchers selected tasks "that varied in complexity and difficulty". Beyond this statement, the nature of the task complexity was not explained any further.

### 2.4 Task Complexity in Other Research Areas

Task complexity is a common concept used to characterize tasks in other research areas, such as information retrieval [34] or industrial ergonomics [23–25].

In information retrieval research, task complexity is used to characterize search tasks [34]. Researchers studying information retrieval use task complexity in studies to evaluate search systems or observe usage patterns to inform theories of information retrieval. As put in one survey on task complexity in these studies, "a significant research challenge is developing tasks and task descriptions, such that the task itself can be systematically manipulated as part of the research design and does not become a confounding variable."

In industrial ergonomics research, task complexity is used to assess processes, such as continuous monitoring of a nuclear power plant [24, 25]. Researchers use task complexity to analyze the structure of the processes and spot potential complexity factors.

### 3 ADAPTED TASK COMPLEXITY FRAMEWORK

Our framework is based on a generic framework of task complexity that is supposed to provide a generic perspective of task complexity independent of particular domains [23]. This generic framework is the result of a review of 24 previous models of task complexity. In the following, we describe our steps to translate this generic perspective to an adapted perspective for tasks in program maintenance studies.

Through this framework, we want to help researchers in reasoning about or shaping the complexity of their maintenance study tasks. At the same time, the framework does not provide guidance on other important considerations such as external validity, task difficulty, learning effects between tasks, or the duration of tasks. Neither does the framework present a comprehensive theory on actual software maintenance, focusing instead solely on the complexity of maintenance tasks used in studies.

#### 3.1 The Task Complexity Framework

The generic framework our work is based on is the result of a review of models defining task complexity.

The generic framework provides a set of five components affecting task complexity. For each component, the authors define a set of complexity-contributing factors (CCFs) that are concrete factors that increase or decrease the complexity of its component, as shown in Table 1. The factors are also abstracted into ten dimensions that are supposed to describe the phenomenon of task complexity in its most generic form.

For our adaptation of the framework, we focused on the components and their CCFs, as we found these to provide a more concrete taxonomy of complexity than the more abstract dimensions. The first component describes goal and output factors; its CCFs affect the abstract goal participants need to reach through for example

<table>
<thead>
<tr>
<th>Task components</th>
<th>CCFs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Goal/output</td>
<td>Clarity, Quantity, Conflict, Redundancy</td>
</tr>
<tr>
<td>Input</td>
<td>Clarity, Quantity, Inaccuracy, Redundancy, Conflict, Unstructured Guidance, Mismatch</td>
</tr>
<tr>
<td>Process</td>
<td>Clarity, Quantity of paths, Quantity of actions/steps, Conflict</td>
</tr>
<tr>
<td>Time</td>
<td>Pressure</td>
</tr>
</tbody>
</table>

---

1The infection chain generally refers to the number of steps between the instruction that creates an erroneous run-time state and the instruction that leads to wrong surface behavior of the program [27, 36]. The length of an infection chain is measured in various different ways.

2This observation only refers to the list of task characteristics given in the paper, which might be brief due to the page limitation of the publication venue. The authors may very well still have considered other task characteristics when selecting the tasks.

---

Table 1: Parts of the generic model of task components and their respective complexity-contributing factors (CCFs) [23]
clarity, quantity, or redundancy of the goal. Second, the input factors describe the materials and stimuli given to participants, for example their rate of change, quantity, or conflict. Third, the process component includes factors such as the required quantity of actions, repetitiveness, or cognitive requirements of the process. Fourth, the time factors are determined by concurrency and time pressure of the task. Finally, the authors of the framework chose to consider presentation as a separate component, noting that it may also be considered part of the input component.

3.2 Adaptations for Tasks in Program Maintenance Studies

To identify sources of complexity in program maintenance tasks, we considered models of phases during a maintenance task [15, 28][22, p. 191]. According to a rough summarization of these models, programmers would begin with an initial comprehension phase, where materials such as a bug description, an observed fault, or similar are analyzed. Next, programmers would move on to a bug location phase with the goal of identifying relevant code in the software system. To do so, programmers repeatedly formulate and test hypotheses, for example using their existing knowledge of the software system or entry points derived from the comprehension phase, trying to reproduce and understand the concern. Finally, a repair or patch is created that should eventually yield a correct program. Drawing from the debugging phases, we extracted distinct variation points that researchers can affect in their study setup: the task description, the software system, the infection chain or feature location, the patch participants are expected to create, and the tool environment.

Task Description. The initial stimulus for participants to engage with the task will most likely come from a task description. These may correspond roughly to the initial prompt programmers would receive to begin the comprehension phase, such as a bug report. Components of the task complexity model affecting the description concern the goal and output component, such as the clarity of the goal and the quantity of defects. The concrete written or oral task description introduces complexity through factors of the input and presentation components, for example the description’s size or amount of guidance given.

System. Both in the comprehension and in the bug location phase, the system in which the defect or missing feature is located plays a major role. Factors of the input component such as the system’s overall size, domain, or code quality will likely affect participants’ ability to formulate and test their hypotheses. A very small system may make it too simple for participants to identify a root cause of a bug, while a very large system presented with little guidance may render the task too complex.

Infection Chain and Feature Location. During the bug location phase, researchers have to take another deliberate decision next to the decision for a system, which is the nature of the infection chain or how the feature to be adapted is distributed. For example, a defect that no longer occurs upon observation [13, p. 33] is likely to introduce significant complexity as part of the conflict factor in the goal component. The goal’s clarity may for example also be affected by how common the defect or requested feature is.

Patch. Once participants understood the defect or located the place where the requested feature can be added, they enter the phase of creating a patch to address the concern. The goal and output component characterizes complexity introduced through the size and nature of the patch, such as how many distinct places in the code base need to be changed.

Tool Environment. Not explicitly stated as part of the model, we argue that researchers should also consider the tool environment in which their study is embedded. If the study aims to evaluate a tool, this tool’s complexity is inherent to the study. However, programming tools are rarely used in isolation and the choice or availability of additional tools can have an impact on the complexity of the task. For example, tools that aid participants in navigating and analyzing the software system, such as a means to browse references, can support in formulating hypotheses, while a debugger or a REPL can help in testing hypotheses. Factors important to the tool environment are primarily found in the process and presentation components.

Note that not all components and factors from the generic task complexity summary as listed in table 1 are included in our discussion. For example, we have excluded the concurrency factor in the time component, as we have not found studies that introduced complexity through concurrency in the sense that participants must handle multiple tasks simultaneously. For the factors that are mentioned we either found a study that was describing the corresponding factor or considered it important from our own experience, in which case we explain its relevance in detail.

4 TASK COMPLEXITY CHARACTERISTICS OF PROGRAM MAINTENANCE TASKS

Based on related work and our experience, we discuss factors that influence the complexity of tasks.

4.1 Task Description

The task description is the starting point for participants and thus may significantly influence how they proceed through the task.

The goal of participants reading the task description is to understand the task in the form of features to be implemented or defects to be repaired. The complexity of understanding the task is influenced by the quantity of sub-goals. For example, many studies use just one feature or defect at a time [19, 27]. This allows participants to focus on a single problem. At the same time, some studies give participants multiple features or defects at the same time. To understand the task, participants must handle multiple tasks simultaneously. For the factors that are mentioned we either found a study that was describing the corresponding factor or considered it important from our own experience, in which case we explain its relevance in detail.

When understanding the task the main input for participants is the written or oral explanation of the task. One complexity-contributing factor of the input is the quantity of the task description material, or simply put, the length of the task description. Both,
overly short and overly long descriptions can make a task description complex [23]. For synthesized tasks this is fully under the control of the researchers [29, p. 891][20]. But for tasks collected from existing projects, this might be a challenge, for example when the description of a feature also refers to numerous business use cases that are irrelevant for the isolated situation of the study.

The other central CCF for the task description input is its clarity. If the task description is unclear, whether accidentally or on purpose, participants may have to spend more time determining what the desired behavior should be or what the defective behavior looks like in detail. One aspect of clarity is whether the behavior is explicitly stated or whether participants need to derive it from additional material such as a standard. Another aspect is the ambiguity of the description. If participants can have more than one major interpretation of the described behavior, the subsequent investigation becomes more complex.

The ambiguity of the task description also touches on the factors of guidance in the task material. For many tasks, researchers want participants to work on investigating the overall system and the defect or feature at hand. Thus, ambiguity is a necessary component to not provide too much guidance on how to solve the task. For example, if the task includes an accidental hint on the class containing the root cause of a failure, participants might search for defect less extensively, as they might already find it using this unintentional hint. In contrast, some guidance can also make it feasible to design a study with a large system or with a large set of sub-tasks. For example, one study provided pointers to two relevant classes out of the 301 classes in the system [29, p. 891].

Finally, redundancy in the task description might reduce the complexity of understanding the task. For example, when the desired behavior is described through prose as well as manual test scripts or automated tests, participants can read on the task from different perspectives. Many studies provide programmers with a set of test cases accompanying the task description [27, 29].

### 4.2 System
The system is the backdrop in front of which participants work on the task and thus it is a major input for working on the task. Participants need to understand it well enough to form hypotheses about where defects may be located or where a feature might be implemented. Thus, the qualities of the system directly influence the complexity of the task.

One source of the complexity of the system is the quantity of elements in the system. Many studies report the overall size of the system under study through metrics such as lines of code, number of methods, number of classes, and number of packages [4, 20, 27]. Beyond this general measure, the complexity of the task also depends on the size of the portion of the system that is actually relevant to the task, as reported in some studies [4, 20].

Task complexity and thereby participant behavior is also influenced by the clarity of the source code. Programmers work differently when working on a method describing a complex algorithm, a class with tangled concerns, or a whole module with a consistent architecture [31].

With regard to clarity we distinguish between the underlying control flow and the overall clarity of the code. For the underlying control flow, the complexity of the control flow influences how well the code is understood. Ways to measure this are cyclomatic complexity or cognitive complexity [5]. Beyond this basic complexity, the overall quality of the code also influences how well the system and task is understood. “Spaghetti code” [13, p. 33] and bad code [28, p. 21] have both been brought up by developers when asked about reasons for difficult defects. The clarity of the system also involves the architecture and the resulting modularity of the code base. For example, in an architecture that directly maps concepts of the application domain to classes, participants have to infer less to find code relevant for some application behavior [26]. While these general qualities of code are difficult to measure, they can still be judged and described in general terms by researchers looking into systems that may serve as the foundation for their studies.

Related to the clarity of the system is the factor of mismatches that may occur between what participants expect the code to do and what it actually does. Examples include surprising uses of language features or confusing naming [14, p. 108 f.]. This kind of complexity can require participants to put more effort into understanding code in situations that are not relevant for the research questions.

Inaccuracy of the source code can also make the task more complex. By its very nature, code itself is an accurate description of the behavior of the system. However, some parts of the system may have been left out for brevity. This in turn might confuse participants when some parts of the system are given, but others are not. For example, in one study, the researchers removed non-trivial API from the code to reduce the knowledge required to understand the code [4]. While this reduces the required knowledge, it also limits the participants’ ability to determine the behavior at the call sites of the API and requires them to make assumptions.

Redundancy in the description of the system behavior can help reduce the complexity of understanding the system. Redundant descriptions of system behavior such as high-level design documents can provide a different perspective of the system. For example, in one study, participants received the user manual of the system so that they could read about the surface behavior [29, p. 891]. Other studies reduced the influence from such documents by either not providing additional documents [4, 20] or by explicitly removing all such documentation from the source code [1, p. 3].

While redundant, additional information can be of help, conflict between documents describing the system behavior can increase the complexity of the task. A major source for such contradictions are comments in source code, in particular when existing projects are used. One study dealt with this issue by removing all comments from the source code [4]. Another study, consciously chose to use incomplete documents to introduce complexity to a task. In this study part of the solution to the task was using an undocumented special case of an otherwise documented mechanism [29, p. 891].

Finally, the complexity of understanding also depends on the knowledge required. This includes knowledge about the application domain, as well as knowledge about the technical mechanisms used in the system. Programmers use different strategies for understanding a system depending on whether they have prior knowledge about the application domain [9]. Most studies report the application domain of their systems [4, 17, 21]. Researchers can control how much the application domain is a source of complexity by using an application domain that either a lot of programmers or
very few programmers have previously worked with. Technical knowledge such as working with database interfaces or knowing special language features also increases complexity [14, p. 108]. One study explicitly wrapped all of these APIs to prevent this as a source of complexity [4, p. 2509].

4.3 Infection Chain and Feature Location
While all previous considerations are the same for perfective and corrective maintenance tasks, for this aspect we have to distinguish between the two kinds of tasks. In perfective maintenance tasks, participants determine the code sections that implement the feature or the general behavior that should be modified. In corrective maintenance tasks, participants determine the code section that includes the defect that should be repaired. In the following, we will first discuss factors contributing to the complexity of perfective tasks and then factors of corrective tasks. For both, the complexity stems from feature or the defect as the desired outcome of the activity.

Thus, in perfective maintenance tasks, we look at the complexity of the overall feature to be adapted by participants. A major source of this complexity is the quantity of distinct locations that are relevant for the feature to be implemented (combining feature location and impact analysis) [11]. In particular, task complexity is likely higher when the code of a feature is scattered. Thus, some studies limit the search space by telling participants which modules they should investigate or outright limit their ability to inspect other modules [8].

With regard to the clarity of the goal of locating the feature, the major source of complexity is how obvious it is to participants what the right location is to adapt the feature. Existing code that only needs to be changed introduces less complexity than code that needs to be extended or even replaced by participants.

For corrective tasks, we characterize the complexity of the whole infection chain. Again, a major factor is the quantity of elements in the infection chain. A long infection chain length has often been reported as an indicator of complex defects [15, 28]. More statements are between the observable failure and the original defect in the code, the more effort is required to determine the defect. Similarly, an increasing number of defects that contribute to a failure also increases complexity. Typically, studies using corrective tasks only use one defect per failure [20, 27].

Another major factor is the clarity of the defect. A first aspect of this is the origin of the defect. Participants may have to investigate a program differently when investigating a defect resulting from a wrong specification than a defect resulting from a programming error [36]. Similarly, the kind of defect can influence the overall task complexity. Participants may recognize more common types such as missing nil handling more easily than less common types, such as an accidental modification of meta-objects. Correspondingly, studies typically mention the types of defects participants worked on [4, 27].

Another aspect of the clarity is the distinction between defects of commission and defects of omission [2][14, p. 111]. A defect of commission is manifested as a wrong piece of code. Participants can spot it while reading the code. For example, in one study, the complexity of actually spotting the root cause was explicitly reduced by commenting out important code [27]. In contrast, defects of omission result from missing code. This in turn, is more complex to determine for participants, as they have to understand the code well enough, to realize that a statement is missing.

4.4 Patch
The patch is the set of modifications the participants propose to solve the maintenance task. As the participants work towards this patch, we regard the patch as an outcome and describe its complexity correspondingly.

The clarity of what the patch needs to contain depends on the number of different places that need to be modified. If only one place needs to be modified, the scope of the patch might be obvious to participants. However, if multiple places need to be modified, coordinating these changes adds extra complexity to the task. For example, one study reported on the number of files participants needed to modify to implement the required features [29, p. 891].

Further, sheer quantity of edits contained in the patch influences complexity. The larger the patch needs to be, the more decisions participants need to take in order to create it. Some studies try to prevent that the patch generation adds any complexity by making the patch a minimal edit such as uncommenting some statement [27]. Other studies keep track of the size of the minimal or typical patch [4][29, p. 891].

While generating the patch, participants may face complexity arising from conflicting requirements. For corrective tasks, participants may wonder whether they should simply repair the surface behavior or aim to repair the root cause of the failure. While either one may be acceptable for the research question, participants may struggle when there are no clear instruction on what counts as repairing the failure. Similarly, participants might wonder whether a patch only needs to meet the functional requirements or also needs to fit into the existing architecture and match the coding style. Again, clear guidance on this question can reduce complexity in this regard for participants. Finally, the original requirements for the patch might be conflicting. One study explicitly introduced complexity in that regard by asking participants to "make the design as ideal as possible by the criteria of performance, understandability, and reusability"[21, p. 363].

Finally, complexity may also arise from redundancy between valid patches. If there are several possible patches, and it is difficult for participants to decide which ones are valid, the task becomes more complex in that regard. Again, one solution is to avoid complexity from patch generation completely, by making the patch a minimal edit [27]. Another option is to make it explicit to participants that many different solutions are possible and that they are valid as long as they solve the original requirements [20].

4.5 Tool Environment
Tools necessarily play a major role in the study design. As the tool itself is being evaluated, most complexity introduced by tools should be inherent to the study. However, the tool to be evaluated will most likely still be embedded in an environment that involves other standard tools that may skew study results if not considered. Complexity introduced by these standard tools can be captured by factors of the process of using these tools to work on the task.
The clarity of the process may be affected by the means provided to reproduce the defect. Some studies provide a test runner with failing test cases as part of the tool environment [27][29, p. 891], providing participants a clear entry point.

The number of tools at the participants’ disposal, the quantity of paths, may reduce complexity. For example, giving participants a variety of tools fit for different purposes may support their investigation of the system. Studies involving larger tool environments tend to report which of the standard tools where enabled, and which were disabled during the study, also to ensure that comparisons between different tool environments were valid [4, p. 2510][22].

Conflict in the use of tools could occur if participants are given access to tools that may obscure the defect or lead them on a wrong path. A misuse of tools can require recovery steps, for example if participants edit generated or read-only artifacts without noticing.

The quantity of actions or steps required to obtain runtime information may increase as well. For example, in a tool environment where participants are required to wait for a lengthy compilation step, they may have less feedback available than if for example a REPL is provided, both, for understanding the system as well as for verifying their patch. The means to obtain feedback could also affect task complexity: access to a debugger may render some tasks easier compared to a tool environments where users are limited to printi Debugging.

4.6 Overall Considerations

Finally, some components may influence task complexity beyond the single variation points and throughout the overall study design. For example, imposing and communicating a time limit on the study may lead participants to act differently if they believe to have enough time to consider more options. For example, one study asked participants to complete as many tasks as they can within 15 minutes [6, 33].

Throughout the study, researchers may decide to provide explicit guidance as input whenever they feel participants may have gotten stuck, thus reducing the previously assessed complexity in the moment. For example, in one study the researchers provided help on using the tools whenever participants had difficulties with their basic usage, thereby reducing the complexity in that regard [21].

Similarly, if any of the tools crashes during use, these constitute non-routine events that participants need to deal with, increasing the overall complexity of the task.

5 CONCLUSION

We presented a first version of a task complexity framework tailored towards software maintenance tasks used in studies on programming tools. It is intended to help researchers struggling to design or choose appropriate maintenance tasks for their studies. By going through the different factors for each of the five variation points of the tasks, we hope that they get a complete picture of the ways their tasks are simple or complex. Accordingly, they may discover aspects that should be simpler or more complex depending on whether they are relevant for their research questions.

By design our framework does not provide means to judge task difficulty, as this ultimately depends on the combination of the task complexity and the personal resources of the individual participants. The challenge for researchers remains to match task complexity and participants in a way that the task difficulty is suitable for the research questions.

Finally, we would like to note that this is a preliminary version of the framework. Currently, the framework is mostly based on evaluation studies and thus over-emphasizes their perspective on task design. In the future, a thoroughly defined survey of task design in studies should lead to a more complete picture.
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